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Foreword

(This Foreword is not a part of IEEE Std 1012-1986, IEEE Standard for Software Verification and Validation Plans.)

This standard provides uniform and minimum requirements for the format and content of Software Verification and Validation Plans (SVVPs). Performing software verification and validation (V&V) as defined in this standard provides for a comprehensive evaluation throughout each phase of the software project to help ensure that:

1) Errors are detected and corrected as early as possible in the software life cycle
2) Project risk, cost, and schedule effects are lessened
3) Software quality and reliability are enhanced
4) Management visibility into the software process is improved
5) Proposed changes and their consequences can be quickly assessed

This standard applies to both critical and noncritical software.

1) For critical software, this standard:
   a) Requires that minimum V&V tasks, inputs, and outputs specified in this standard be included in SVVPs
   b) Permits the SVVP to be extended by selecting additional V&V tasks from the optional tasks described in this standard or new tasks identified by the V&V planner
2) For noncritical software, this standard:
   a) Recommends the use of minimum V&V tasks
   b) Permits the SVVP to be tailored to V&V efforts by selecting any of the V&V tasks (minimum, optional, new)

This standard applies to all phases of the software life cycle from the Concept Phase to the Operation and Maintenance Phase. Maximum benefits are derived when V&V is started early in the software life cycle, preferably at project initiation during the Concept Phase. Benefits can be derived for software already in development or in the Operation and Maintenance Phase if the V&V requirements from this standard are invoked consistent with cost and schedule constraints. When V&V is invoked for software in development or in operation and maintenance, required V&V inputs may not exist. Under these conditions, this standard permits the V&V tasks to be tailored to adjust for missing V&V inputs. In some instances, this may require the generation of appropriate software documentation.

V&V is performed in parallel with software development. Each V&V life-cycle phase ends when the V&V tasks of that phase are completed and the software development products are determined to be adequate. V&V life-cycle phases may overlap as activities of the new life-cycle phase are beginning and activities of the previous life-cycle phase are completing.

V&V tasks are iterative: as changes are made to the software product, selected V&V tasks from the previous life-cycle phases are reperformed, or additional V&V tasks are performed to address the changes. V&V tasks are reperformed if errors are discovered in the V&V inputs or outputs. The complexity and scope of changes determine the level of detail covered by the iteration. The SVVP identifies the criteria for performing the iterative V&V tasks.

This standard defines a V&V reporting structure by identifying format and content of the Software Verification and Validation Report (SVVR). The standard for Software Quality Assurance Plans (SQAP, ANSI/IEEE Std-730-1984) requires the SVVR to include both V&V and other quality assurance results. The SVVR defined here is flexible enough to include both types of results. The interim phase reports, final summary
report, and optional SQAP-related activity reports defined by the SVVP provide visibility into the development and V&V processes.

This standard considers both the software and its system or operating environment. It can be used where software is the system or where software is part of a larger system. V&V should have a total system scope (that is, including interfaces between software, hardware, and operators) during the product life cycle. Embedded software is strongly coupled to hardware and other subsystems, and requires a system-level SVVP.

This standard was written to provide direction to organizations responsible for preparing or assessing a Software Verification and Validation Plan. This standard may be used by project management software developers, quality assurance organizations, purchasers, end users, maintainers, and verification and validation organizations. If V&V is performed by an independent group, then the SVVP should specify the criteria for maintaining the independence of the V&V effort from the software development and maintenance efforts.

Suggestions for the improvement of this standard will be welcomed. They should be sent to
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1. Scope and References

1.1 Scope

This standard has a threefold purpose:

1) To provide, for both critical and noncritical software, uniform and minimum requirements for the format and content of Software Verification and Validation Plans (SVVPs)
2) To define, for critical software, specific minimum verification and validation (V&V) tasks and their required inputs and outputs that shall be included in SVVPs
3) To suggest optional V&V tasks to be used to tailor SVVPs as appropriate for the particular V&V effort

This standard requires that an SVVP be written for both critical and noncritical software. Critical software is software in which a failure could have an impact on safety or could cause large financial or social losses.

This SVVP shall include V&V tasks to:

1) Verify that the products of each software life-cycle phase:
   a) Comply with previous life-cycle phase requirements and products (for example, for correctness, completeness, consistency, accuracy)
   b) Satisfy the standards, practices, and conventions of the phase
   c) Establish the proper basis for initiating the next life-cycle phase activities
2) Validate that the completed end product complies with established software and system requirements.

For critical software, this standard requires that minimum V&V tasks and their inputs and outputs be included in all SVVPs. For noncritical software, this standard does not specify minimum required V&V tasks; however, all other requirements of this standard shall be satisfied. This standard does recommend that the minimum V&V tasks for critical software also be employed for noncritical software.

This standard defines optional V&V tasks that permit V&V planners to tailor an SVVP for a V&V effort. For critical software, the minimum tasks may be supplemented with tasks selected from the optional tasks. For noncritical software, tasks may be selected from the minimum and optional tasks. Additional tasks identified by the user of this standard may be included in the SVVP for critical and noncritical software.

The life cycle used in this standard serves as a model and consists of the following life-cycle phases:

1) Concept
2) Requirements
3) Design
4) Implementation
5) Test
6) Installation and checkout
7) Operation and maintenance

Compliance with this standard does not require use of the life-cycle model presented here. If a different model is used, the SVVP shall include cross-references to this standard's life cycle and to the V&V tasks, inputs, and outputs specified here for each life-cycle phase.

This standard requires that the following be defined for each phase:

1) Verification and validation tasks
2) Methods and criteria
3) Inputs and outputs
4) Schedule
5) Resources
6) Risks and assumptions
7) Roles and responsibilities

This standard requires a management effort that encompasses all life-cycle phases. The management section of the SVVP defines information necessary to manage and perform the V&V effort, and to coordinate V&V with other aspects of the project. The standard requires the SVVP to specify how the V&V results shall be documented in the Software Verification and Validation Report (SVVR).

When this standard is invoked for existing software, the SVVP shall describe how V&V will be performed when required inputs do not exist. The standard does not prohibit the incorporation of additional content into an SVVP.

The SVVP standard derives its scope from ANSI/IEEE Std 730-1984 [2]. The SVVP standard may be applied in conjunction with, or independent of, other IEEE software engineering standards. This standard uses the definitions of ANSI/IEEE Std 729-1983 [1]. This SVVP standard contains V&V configuration analysis tasks that, in part or in whole, are reflected in ANSI/IEEE Std 828-1983 [3]. Test documentation is compatible with that in ANSI/IEEE Std 829-1983 [4].

1.2 References

This standard shall be used in conjunction with the following publications:


---

1Numbers in brackets correspond to those of the references in 1.2 of this standard.
2ANSI documents are available from the Sales Department, American National Standards Institute, 1430 Broadway, New York, NY 10018.
II. Conventions, Definitions, and Acronyms

2.1 Conventions

The use of the term documentation rather than document indicates that the information may exist in several documents or may be embedded within a document addressing more than one subject.

2.2 Definitions

The following terms, including those defined in other standards, are used as indicated in this standard.

acceptance testing: Formal testing conducted to determine whether or not a system satisfies its acceptance criteria and to enable the customer to determine whether or not to accept the system. (See ANSI/IEEE Std 729-1983 [1].)

anomaly: Anything observed in the documentation or operation of software that deviates from expectations based on previously verified software products or reference documents. A critical anomaly is one that must be resolved before the V&V effort proceeds to the next life-cycle phase.

component testing: Testing conducted to verify the implementation of the design for one software element (for example, unit, module) or a collection of software elements.

critical software: Software whose failure could have an impact on safety, or could cause large financial or social loss.

design phase: The period of time in the software life cycle during which the designs for architecture, software components, interfaces, and data are created, documented, and verified to satisfy requirements. (See ANSI/IEEE Std 729-1983 [1].)

implementation phase: The period of time in the software life cycle during which a software product is created from design documentation and debugged. (See ANSI/IEEE Std 729-1983 [1].)

installation and checkout phase: The period of time in the software life cycle during which a software product is integrated into its operational environment and tested in this environment to ensure that it performs as required. (See ANSI/IEEE Std 729-1983 [1].)

integration testing: An orderly progression of testing in which software elements, hardware elements, or both are combined and tested until the entire system has been integrated. (See ANSI/IEEE Std 729-1983 [1].)

life-cycle phase: Any period of time during software development or operation that may be characterized by a primary type of activity (such as design or testing) that is being conducted. These phases may overlap one another; for V&V purposes, no phase is concluded until its development products are fully verified.

minimum tasks: Those V&V tasks applicable to all projects. V&V planning for critical software shall include all such tasks; these tasks are recommended for the V&V of noncritical software.

operation and maintenance phase: The period of time in the software life cycle during which a software
product is employed in its operational environment, monitored for satisfactory performance, and modified as necessary to correct problems or to respond to changing requirements. (See ANSI/IEEE Std 729-1983 [1].)

**optional tasks:** Those V&V tasks that are applicable to some, but not all, software, or that may require the use of specific tools or techniques. These tasks should be performed when appropriate. The list of tasks provided in Table 2 is not exhaustive.

**required inputs:** The set of items necessary to perform the minimum V&V tasks mandated within any life-cycle phase.

**required outputs:** The set of items produced as a result of performing the minimum V&V tasks mandated within any life-cycle phase.

**requirements phase:** The period of time in the software life cycle during which the requirements, such as functional and performance capabilities for a software product, are defined and documented. (See ANSI/IEEE Std 729-1983 [1].)

**software design description:** A representation of software created to facilitate analysis, planning, implementation, and decision making. The software design description is used as a medium for communicating software design information, and may be thought of as a blueprint or model of the system.

**software requirements specification:** Documentation of the essential requirements (functions, performance, design constraints, and attributes) of the software and its external interfaces. (See ANSI/IEEE Std 730-1984 [2].)

**software verification and validation plan:** A plan for the conduct of software verification and validation.

**software verification and validation report:** Documentation of V&V results and appropriate software quality assurance results.

**system testing:** The process of testing an integrated hardware and software system to verify that the system meets its specified requirements. (See ANSI/IEEE Std 729-1983 [1].)

**test case:** Documentation specifying inputs, predicted results, and a set of execution conditions for a test item. (See ANSI/IEEE Std 829-1983 [4].)

**test design:** Documentation specifying the details of the test approach for a software feature or combination of software features and identifying the associated tests. (See ANSI/IEEE Std 829-1983 [4].)

**test phase:** The period of time in the software life cycle in which the components of a software product are evaluated and integrated, and the software product is evaluated to determine whether or not requirements have been satisfied. (See ANSI/IEEE Std 729-1983 [1].)

**test plan:** Documentation specifying the scope, approach, resources, and schedule of intended testing activities. (See ANSI/IEEE Std 829-1983 [4].)

**test procedure:** Documentation specifying a sequence of actions for the execution of a test. (See ANSI/IEEE Std 829-1983 [4].)

**validation:** The process of evaluating software at the end of the software development process to ensure compliance with software requirements. (See ANSI/IEEE Std 729-1983 [1].)

**verification:** The process of determining whether or not the products of a given phase of the software development cycle fulfill the requirements established during the previous phase. (See ANSI/IEEE Std 729-1983 [1].)
2.3 Acronyms

The following acronyms appear in this standard:

- **SDD** Software Design Description
- **SRS** Software Requirements Specification
- **SVVP** Software Verification and Validation Plan
- **SVVR** Software Verification and Validation Report
- **V&V** Verification and Validation

3. Software Verification and Validation Plan

The Software Verification and Validation Plan (also referred to as the Plan) shall include the sections shown below to be in compliance with this standard. If there is no information pertinent to a section or a required paragraph within a section, the following shall appear below the section or paragraph heading together with the appropriate reason for the exclusion: *This section/paragraph is not applicable to this plan.* Additional sections may be added at the end of the plan as required. Some of the material may appear in other documents. If so, reference to those documents shall be made in the body of the Plan.

**Software Verification and Validation Plan Outline**

1. Purpose
2. Referenced Documents
3. Definitions
4. Verification and Validation Overview
   4.1 Organization
   4.2 Master Schedule
   4.3 Resources Summary
   4.4 Responsibilities
   4.5 Tools, Techniques, and Methodologies
5. Life-Cycle Verification and Validation
   5.1 Management of V&V
   5.2 Concept Phase V&V
   5.3 Requirements Phase V&V
   5.4 Design Phase V&V
   5.5 Implementation Phase V&V
   5.6 Test Phase V&V
   5.7 Installation and Checkout Phase V&V
   5.8 Operation and Maintenance Phase V&V
6. Software Verification and Validation Reporting
7. Verification and Validation Administrative Procedures
   7.1 Anomaly Reporting and Resolution
   7.2 Task Iteration Policy
   7.3 Deviation Policy
   7.4 Control Procedures
   7.5 Standards, Practices, and Conventions

3.1 Purpose

(Section 1 of the Plan.) This section shall delineate the specific purpose and scope of the Software Verification and Validation Plan, including waivers from this standard. The software project for which the Plan is...
being written and the specific software product items covered by the Plan shall be identified. The goals of the verification and validation efforts shall be specified.

3.2 Referenced Documents

(Section 2 of the Plan.) This section shall identify the binding compliance documents, documents referenced by this Plan, and any supporting documents required to supplement or implement this Plan.

3.3 Definitions

(Section 3 of the Plan.) This section shall define or provide a reference to the definitions of all terms required to properly interpret the Plan. This section shall describe the acronyms and notations used in the Plan.

3.4 Verification and Validation Overview

(Section 4 of the Plan.) This section shall describe the organization, schedule, resources, responsibilities, and tools, techniques, and methodologies necessary to perform the software verification and validation.

3.4.1 Organization

(Section 4.1 of the Plan.) This section shall describe the organization of the V&V effort. It shall define the relationship of V&V to other efforts such as development, project management, quality assurance, configuration or data management, or end user. It shall define the lines of communication within the V&V effort, the authority for resolving issues raised by V&V tasks, and the authority for approving V&V products.

3.4.2 Master Schedule

(Section 4.2 of the Plan.) This section shall describe the project life cycle and milestones, including completion dates. It shall summarize the scheduling of V&V tasks and shall describe how V&V results provide feedback to the development process to support project management functions (for example, comments on design review material).

If the life cycle used in the Plan differs from the life-cycle model in the standard, this section shall show how all requirements of the standard are satisfied (for example, cross-reference for life-cycle phases, tasks, inputs, and outputs). When planning V&V tasks, it should be recognized that the V&V process is iterative. The summary of tasks may be in narrative, tabular, or graphic form (for example, Figure 1). The life-cycle model in Figure 1 is a sample model used for this standard.
Figure 1 — Software Verification and Validation Plan Overview
3.4.3 Resources Summary

(Section 4.3 of the Plan.) This section shall summarize the resources needed to perform the V&V tasks, including staffing, facilities, tools, finances, and special procedural requirements such as security, access rights, or documentation control.

3.4.4 Responsibilities

(Section 4.4 of the Plan.) This section shall identify the organizational element(s) responsible for performing each V&V tasks. It shall identify the specific responsibility of each element for tasks assigned to more than one element. This section may be a summary of the roles and responsibilities defined in each of the life-cycle phases (see 3.5 of this standard).

3.4.5 Tools, Techniques, and Methodologies

(Section 4.5 of the Plan.) This section shall identify the special software tools, techniques, and methodologies employed by the V&V effort. The purpose and use of each shall be described. Plans for the acquisition, training, support, and qualification for each shall be included. This section may reference a V&V Tool Plan.

3.5 Life-Cycle Verification and Validation

(Section 5 of the Plan.) This section of the Plan shall provide the detailed plan for the V&V tasks throughout the life cycle. The detailed plan (Section 5.1—Management, and Sections 5.2 through 5.8—Life-Cycle Phases) shall address the following topics:

1) Verification and Validation Tasks. Identify the V&V tasks for the phase. Describe how each task contributes to the accomplishment of the project V&V goals. For all critical software, the SVVP shall include all minimum V&V tasks for the management of V&V and for each life-cycle phase. Any or all of these minimum tasks may be used for noncritical software. These minimum V&V tasks are referenced in the management and life-cycle phases sections of the standard (3.5.1 through 3.5.8), and are described in Table 1. The minimum tasks are also consolidated in graphic form in Figure 1.

Optional V&V tasks may also be selected to tailor the V&V effort to project needs for critical or noncritical software. Optional V&V tasks are defined in the Appendix and a suggested application for the management of V&V and for each life-cycle phase is presented in Table 2. The optional V&V tasks identified in this standard may be applicable to some, but not all, critical software. These tasks may require the use of specific tools or techniques. The list in Table 2 is illustrative and not exhaustive. The standard allows for the optional V&V tasks and any others identified by the planner to be used as appropriate.

Testing requires advance planning that spans several life-cycle phases. Test documentation and its occurrence in specific life-cycle phases are shown in Figure 2 as a recommended approach. To be in compliance with this standard, the test documentation and test execution specified in Figure 2 shall be required. If the V&V planner uses different test documentation or test types (for example, component, integration, system, acceptance) from those in this standard, the SVVP shall contain a mapping of the proposed test documentation and execution to the items shown in Figure 2. Test planning criteria defined in Table 1 (Tasks 5.3 (4a), 5.3 (4b), 5.4 (4a), 5.4 (4b)) shall be implemented in the test plan, test design(s), test case(s), and test procedure(s) documentation, and shall be validated by test execution.
Figure 2 — V&V Test Tasks and Documentation

- **Component Test**
  - Verifies design/implementation
  - Tests
    - Units
    - Modules
    - Subelements
  - Uses programmer and development test environment

- **Integration Test**
  - Integrates subelements
  - Tests
    - Subelements with subelements
    - Hardware interfaces
    - External software interfaces
    - Functional requirements
  - Uses subelement integration test environment

- **System Test**
  - Verifies compliance with system objectives
  - Tests
    - End item functional requirements
    - System requirements
  - Uses system test environment

- **Acceptance Test**
  - Supports acceptance
  - Tests
    - Software against acceptance criteria
  - Uses operational test environment

*This test planning documentation need not be individual documents. The placement of test outputs in specific life-cycle phases indicates a recommended approach.*
2) **Methods and Criteria.** Identify the methods and criteria used in performing the V&V tasks. Describe the specific methods and procedures for each task. Define the detailed criteria for evaluating the task results.

3) **Inputs/Outputs.** Identify the inputs required for each V&V task. Specify the source and format of each input. The inputs required for each of the minimum V&V tasks are identified in Table 1. The required inputs are used, as appropriate, by subsequent life-cycle phase V&V tasks. Only the primary inputs are listed in Table 1.

Identify the outputs from each V&V task. Specify the purpose and format for each output. The outputs from each of the minimum V&V tasks are identified in Table 1.

The outputs of the management of V&V and of the life-cycle phases shall become inputs to subsequent life-cycle phases, as appropriate.

Anomaly report(s), task report(s), and phase summary report(s) provide feedback to the software development process regarding the technical quality of each life-cycle phase software product. Each critical anomaly shall be resolved before the V&V effort proceeds to the next life-cycle phase.

4) **Schedule.** Identify the schedule for the V&V tasks. Establish specific milestones for initiating and completing each task, for the receipt of each input, and for the delivery of each output.

5) **Resources.** Identify the resources for the performance of the V&V tasks. Specify resources by category (for example, staffing, equipment, facilities, schedule, travel, training). If tools are used in the V&V tasks, specify the source of the tools, their availability, and other usage requirements (for example, training).

6) **Risks and Assumptions.** Identify the risks and assumptions associated with the V&V tasks, including schedule, resources, or approach. Specify a contingency plan for each risk.

7) **Roles and Responsibilities.** Identify the organizational elements or individuals responsible, for performing the V&V tasks. Assign specific responsibilities for each task to one or more organizational element.

### 3.5.1 Management of V&V

(Section 5.1 of the Plan.) This section of the Plan shall address the seven topics identified in 3.5 of this standard. The management of V&V spans all life-cycle phases. The software development may be a cyclic or iterative process. The V&V effort shall reperform previous V&V tasks or initiate new V&V tasks to address software changes created by the cyclic or iterative development process. V&V tasks are reperformed if errors are discovered in the V&V inputs or outputs.

For all software, management of V&V shall include the following minimum tasks:

1) Software Verification and Validation Plan (SVVP) Generation
2) Baseline Change Assessment
3) Management Review of V&V
4) Review Support

Table 1 describes the minimum management V&V tasks and identifies the required inputs and outputs. The inputs and outputs required for each V&V task shall include, but not be limited to, those listed in Table 1.
3.5.2 Concept Phase V&V

(Section 5.2 of the Plan.) This section of the Plan shall address the seven topics identified in 3.5 of this standard.

For critical software, Concept Phase V&V shall include the following minimum V&V task:

*Concept Documentation Evaluation.* Table 1 contains a description of the minimum Concept Phase V&V task and identifies the required inputs and outputs. The inputs and outputs required to accomplish the minimum V&V task shall include, but not be limited to, those listed in Table 1.

3.5.3 Requirements Phase V&V

(Section 5.3 of the Plan.) This section of the Plan shall address the seven topics identified in 3.5 of this standard.

For critical software, Requirements Phase V&V shall include the following minimum tasks:

1) Software Requirements Traceability Analysis
2) Software Requirements Evaluation
3) Software Requirements Interface Analysis
4) Test Plan Generation
   a) System Test
   b) Acceptance Test

Table 1 contains a description of the minimum Requirements Phase V&V tasks and identifies the required inputs and outputs. The inputs and outputs required to accomplish the minimum V&V tasks shall include, but not be limited to, those listed in Table 1.

3.5.4 Design Phase V&V

(Section 5.4 of the Plan.) This section of the Plan shall address the seven topics identified in Section 3.5 of this standard. For critical software, Design Phase V&V shall include the following minimum V&V tasks:

1) Software Design Traceability Analysis
2) Software Design Evaluation
3) Software Design Interface Analysis
4) Test Plan Generation
   a) Component Test
   b) Integration Test
5) Test Design Generation
   a) Component Test
   b) Integration Test
   c) System Test
   d) Acceptance Test

Table 1 contains a description of the minimum Design Phase V&V tasks and identifies the required inputs and outputs. The inputs and outputs required to accomplish the minimum V&V tasks shall include, but not be limited to, those listed in Table 1.

3.5.5 Implementation Phase V&V

(Section 5.5 of the Plan.) This section of the Plan shall address the seven topics identified in 3.5 of this standard.
For critical software, Implementation Phase V&V shall include the following minimum V&V tasks:

1) Source Code Traceability Analysis
2) Source Code Evaluation
3) Source Code Interface Analysis
4) Source Code Documentation Evaluation
5) Test Case Generation
   a) Component Test
   b) Integration Test
   c) System Test
   d) Acceptance Test
6) Test Procedure Generation
   a) Component Test
   b) Integration Test
   c) System Test
7) Component Test Execution

Table 1 contains a description of the minimum Implementation Phase V&V tasks and identifies the required inputs and outputs. The inputs and outputs required to accomplish the minimum V&V tasks shall include, but not be limited to, those listed in Table 1.

3.5.6 Test Phase V&V

(Section 5.6 of the Plan.) This section of the Plan shall address the seven topics identified in 3.5 of this standard.

Testing activities and their interrelationships with previous V&V phases are shown in Figure 2.

For critical software, Test Phase V&V shall include the following minimum V&V tasks:

1) Acceptance Test Procedure Generation
2) Test Execution
   a) Integration Test
   b) System Test
   c) Acceptance Test

Table 1 contains a description of the minimum Test Phase V&V tasks and identifies the required inputs and outputs. The inputs and outputs required to accomplish the minimum V&V tasks shall include, but not be limited to, those listed in Table 1.

3.5.7 Installation and Checkout Phase V&V

(Section 5.7 of the Plan.) This section of the Plan shall address the seven topics identified in Section 3.5 of this standard.

For critical software, Installation and Checkout Phase V&V shall include the following minimum V&V tasks:

1) Installation Configuration Audit
2) Final V&V Report Generation

Table 1 contains a description of the minimum Installation and Checkout Phase V&V tasks and identifies the required inputs and outputs. The inputs and outputs required to accomplish the minimum V&V tasks shall include, but not be limited to, those listed in Table 1.
3.5.8 Operation and Maintenance Phase V&V

(Section 5.8 of the Plan.) This section of the Plan shall address the seven topics identified in Section 3.5 of this standard.

Any modifications, enhancements, or additions to software during this phase shall be treated as development activities and shall be verified and validated as described in 3.5.1 through 3.5.7. These modifications may derive from requirements specified to correct software errors (that is, corrective), to adapt to a changed operating environment (that is, adaptive), or to respond to additional user requests (that is, perfective).

If the software was verified under this standard, the standard shall continue to be followed in the Operation and Maintenance Phase. If the software was not verified under this standard, the V&V effort may require documentation that is not available or adequate. If appropriate documentation is not available or adequate, the SVVP shall comply with this standard within cost and schedule constraints. The V&V effort may generate the missing documentation.

For critical software, Operation and Maintenance Phase V&V tasks shall include the following minimum V&V tasks:

1) Software Verification and Validation Plan Revision
2) Anomaly Evaluation
3) Proposed Change Assessment
4) Phase Task Iteration

Table 1 contains a description of the minimum Operation and Maintenance Phase V&V tasks. The inputs and outputs required to accomplish the minimum V&V tasks shall include, but not be limited to, those listed in Table 1.

3.6 Software Verification and Validation Reporting

(Section 6 of the Plan.) This section shall describe how the results of implementing the Plan will be documented. V&V reporting shall occur throughout the software life cycle. This section of the Plan shall specify the content, format, and timing of all V&V reports. These V&V reports shall constitute the Software Verification and Validation Report (SVVR).

3.6.1 Required Reports

The following reports shall be generated for each software V&V effort.

1) Task Reporting. These shall report on the individual V&V phase tasks and shall be issued as necessary. They may document interim results and status. They may be in a format appropriate for technical disclosure (for example, technical reports or memos).
2) V&V Phase Summary Report. A Phase Summary Report shall summarize the results of V&V tasks performed in each of the following life-cycle phases: Concept, Requirements, Design, Implementation, Test, and Installation and Checkout. For the Operation and Maintenance Phase, V&V phase summary reports may be either updates to previous V&V phase summary reports or separate documents. Each V&V Phase Summary Report shall contain the following:
   a) Description of V&V tasks performed
   b) Summary of task results
   c) Summary of anomalies and resolution
   d) Assessment of software quality
   e) Recommendations
3) **Anomaly Report.** An Anomaly Report shall document each anomaly detected by the V&V effort. Each Anomaly Report shall contain the following:
   a) Description and location
   b) Impact
   c) Cause
   d) Criticality
   e) Recommendations

4) **V&V Final Report.** The Verification and Validation Final Report shall be issued at the end of the Installation and Checkout phase or at the conclusion of the V&V effort. The Final Report shall include the following information:
   a) Summary of all life-cycle V&V tasks
   b) Summary of task results
   c) Summary of anomalies and resolutions
   d) Assessment of overall software quality
   e) Recommendations

### 3.6.2 Optional Reports

The following reports are optional.

1) **Special Studies Report.** This report shall describe any special studies conducted during any life-cycle phase. The report shall document technical results and shall include, at a minimum, the following information:
   a) Purpose and objectives
   b) Approach
   c) Summary of results

2) **Other Reports.** These reports shall describe the results of tasks not defined in the SVVP. These other activities and results may include quality assurance results, end user testing results, or configuration and data management status results.

### 3.7 Verification and Validation Administrative Procedures

(Section 7 of the Plan). This section of the Plan shall describe, at a minimum, the V&V administrative procedures described in 3.7.1 through 3.7.5.

#### 3.7.1 Anomaly Reporting and Resolution

(Section 7.1 of the Plan.) This section shall describe the method of reporting and resolving anomalies, including the criteria for reporting an anomaly, the anomaly report distribution list, and the authority and time lines for resolving anomalies. The section shall define the anomaly criticality levels. Each critical anomaly shall be resolved satisfactorily before the V&V effort can formally proceed to the next life-cycle phase.

#### 3.7.2 Task Iteration Policy

(Section 7.2 of the Plan.) This section shall describe the criteria used to determine the extent to which a V&V task shall be reperformed when its input is changed. These criteria may include assessments of change, criticality, and cost, schedule, or quality effects.
3.7.3 Deviation Policy

(Section 7.3 of the Plan.) This section shall describe the procedures and forms used to deviate from the Plan. The information required for deviations shall include task identification, deviation rationale, and effect on software quality. The section shall define the authorities responsible for approving deviations.

3.7.4 Control Procedures

(Section 7.4 of the Plan.) This section shall identify control procedures applied to the V&V effort. These procedures shall describe how software products and results of software V&V shall be configured, protected, and stored.

These procedures may describe quality assurance, configuration management, data management, or other activities if they are not addressed by other efforts. At a minimum, this section shall describe how SVVP materials shall comply with existing security provisions and how the validity of V&V results shall be protected from accidental or deliberate alteration.

3.7.5 Standards, Practices, and Conventions

(Section 7.5 of the Plan.) This section shall identify the standards, practices, and conventions that govern the performance of V&V tasks, including internal organizational standards, practices, and policies.
Table 1—Required V&V Tasks, Inputs, and Outputs for Life-Cycle Phases

<table>
<thead>
<tr>
<th>Minimum V&amp;V Tasks</th>
<th>Required Inputs</th>
<th>Required Outputs*</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>5.1 MANAGEMENT OF V&amp;V</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(1) <strong>Software Verification and Validation Plan</strong> (SVVP) Generation. Generate SVVP (during Concept Phase) for all life-cycle phases in accordance with this standard based upon available documentation. Include estimate of anticipated V&amp;V activities for Operation and Maintenance Phase. Update SVVP for each life-cycle phase, particularly prior to Operation and Maintenance. Consider SVVP to be a living document, and make changes as necessary. A baseline SVVP should be established prior to the Requirements Phase.</td>
<td>Development Schedules</td>
<td>SVVP Updates</td>
</tr>
<tr>
<td></td>
<td>Concept Documentation</td>
<td></td>
</tr>
<tr>
<td></td>
<td>SRS</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Interface Requirements</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td></td>
<td>SDD</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Interface Design</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Source Code Listing(s)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Executable Code</td>
<td></td>
</tr>
<tr>
<td></td>
<td>User Documentation</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Proposed Changes</td>
<td></td>
</tr>
<tr>
<td>(2) <strong>Baseline Change Assessment.</strong> Evaluate proposed software changes (for example, anomaly corrections, performance enhancements, requirement changes, clarifications) for effects on previously completed V&amp;V tasks. When changes are made, plan iteration of affected tasks which includes reperforming previous V&amp;V tasks or initiating new V&amp;V tasks to address the software changes created by the cyclic or iterative development process.</td>
<td>Proposed Changes</td>
<td>Updated SVVP</td>
</tr>
<tr>
<td>(3) <strong>Management Review.</strong> Conduct periodic reviews of V&amp;V effort, technical accomplishments, resource utilization, future planning, risk management. Support daily management of V&amp;V phase activities, including technical quality of final and interim V&amp;V reports and results. Review the task and V&amp;V phase summary reports of each life-cycle phase. Evaluate V&amp;V results and anomaly resolution to determine when to proceed to next life-cycle phase and to define changes to V&amp;V tasks to improve the V&amp;V effort.</td>
<td>Development Schedules</td>
<td>Task Reporting</td>
</tr>
<tr>
<td></td>
<td>V&amp;V Outputs</td>
<td>V&amp;V Phase Summary Reports</td>
</tr>
<tr>
<td>(4) <strong>Review Support.</strong> Correlate V&amp;V task results to support management and technical reviews (for example, Software Requirements Review, Preliminary Design Review, Critical Design Review). Identify key review support milestones in SVVP. Schedule V&amp;V tasks to meet milestones. Establish methods to exchange V&amp;V data and results with development effort.</td>
<td>V&amp;V Outputs</td>
<td>Task Reporting</td>
</tr>
<tr>
<td></td>
<td>Anomaly Report(s)</td>
<td></td>
</tr>
<tr>
<td><strong>5.2 CONCEPT PHASE V&amp;V</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(1) <strong>Concept Documentation Evaluation.</strong> Evaluate concept documentation to determine if proposed concept satisfies user needs and project objectives (for example, performance goals). Identify major constraints of interfacing systems and constraints or limitations of proposed approach. Assess allocation of functions to hardware and software items, where appropriate. Assess criticality of each software item.</td>
<td>Concept Documentation (for example, Statement of Need, Advance Planning Report, Project Initiation Memo, Feasibility Studies, System Definition Documentation, Governing Regulations, Procedures, Policies, and customer acceptance criteria/requirements)</td>
<td>Task Reporting</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td><strong>5.3 REQUIREMENTS PHASE V&amp;V</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(1) <strong>Software Requirements Traceability Analysis.</strong> Trace SRS requirements to system requirements in concept documentation. Analyze identified relationships for correctness, consistency, completeness, accuracy.</td>
<td>Concept Documentation</td>
<td>Task Reporting</td>
</tr>
<tr>
<td></td>
<td>SRS</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td></td>
<td>Interface Requirements Documents</td>
<td></td>
</tr>
<tr>
<td>(2) <strong>Software Requirements Evaluation.</strong> Evaluate SRS requirements for correctness, consistency, completeness, accuracy, readability, and testability. Assess how well SRS satisfies software system objectives. Assess the criticality of requirements to identify key performance or critical areas of software.</td>
<td>Concept Documentation</td>
<td>Task Reporting</td>
</tr>
<tr>
<td></td>
<td>SRS</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td></td>
<td>Interface Requirements Documentation</td>
<td></td>
</tr>
</tbody>
</table>

* Outputs from phase tasks are used to develop corresponding V&V phase summary reports and are ongoing inputs to the SVVP. Outputs of V&V tasks become inputs to subsequent life-cycle V&V tasks.

* The section numbers referred to in this Table refer to Section 8 of the Plan.
### Table 1 — (Continued)

<table>
<thead>
<tr>
<th>Minimum V&amp;V Tasks</th>
<th>Required Inputs</th>
<th>Required Outputs*</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>5.3 REQUIREMENTS PHASE V&amp;V (Continued)</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(3) <strong>Software Requirements Interface Analysis.</strong> Evaluate SRS with hardware,</td>
<td>SRS</td>
<td>Task Reporting</td>
</tr>
<tr>
<td>user, operator, and software interface requirements documentation for</td>
<td>Interface Requirements</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>correctness, consistency, completeness, accuracy, and readability.</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>(4a) <strong>System Test Plan Generation.</strong> Plan system testing to determine if</td>
<td>Concept Documentation</td>
<td>System Test Plan</td>
</tr>
<tr>
<td>software satisfies system objectives. Criteria for this determination are, at</td>
<td>SRS</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>a minimum: (a) compliance with all functional requirements as complete</td>
<td>Interface Requirements</td>
<td></td>
</tr>
<tr>
<td>software and item in system environment (b) performance at hardware, software,</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>user, and operator interfaces (c) adequacy of user documentation (d)</td>
<td>User Documentation</td>
<td></td>
</tr>
<tr>
<td>performance at boundaries (for example, data, interface) and under stress</td>
<td></td>
<td></td>
</tr>
<tr>
<td>conditions. Plan tracing of system end-item requirements to test design,</td>
<td></td>
<td></td>
</tr>
<tr>
<td>cases, procedures, and execution results. Plan documentation of test tasks and</td>
<td></td>
<td></td>
</tr>
<tr>
<td>results.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>(4b) <strong>Acceptance Test Plan Generation.</strong> Plan acceptance testing to</td>
<td>Concept Documentation</td>
<td>Acceptance Test</td>
</tr>
<tr>
<td>determine if software correctly implements system and software</td>
<td>SRS</td>
<td>Plan</td>
</tr>
<tr>
<td>requirements in an operational environment. Criteria for this</td>
<td>Interface Requirements</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>determination are, at a minimum: (a) compliance with acceptance</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>requirements in operational environment (b) adequacy of user</td>
<td>User Documentation</td>
<td></td>
</tr>
<tr>
<td>documentation. Plan tracing of acceptance test requirements to test design,</td>
<td></td>
<td></td>
</tr>
<tr>
<td>cases, procedures, and execution results. Plan documentation of test tasks and</td>
<td></td>
<td></td>
</tr>
<tr>
<td>results.</td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>5.4 DESIGN PHASE V&amp;V</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(1) <strong>Design Traceability Analysis.</strong> Trace SDD to SRS and SRS</td>
<td>SRS</td>
<td>Task Reporting</td>
</tr>
<tr>
<td>to SDD. Analyze identified relationships for correctness, consistency,</td>
<td>SDD</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>completeness, and accuracy.</td>
<td>Interface Requirements</td>
<td></td>
</tr>
<tr>
<td>(2) <strong>Design Evaluation.</strong> Evaluate SDD for correctness, consistency,</td>
<td>SDD</td>
<td>Task Reporting</td>
</tr>
<tr>
<td>completeness, accuracy, and testability. Evaluate design for</td>
<td>Interface Design</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>compliance with established standards, practices, and conventions. Assess</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>design quality.</td>
<td>Standards (standards,</td>
<td></td>
</tr>
<tr>
<td>(3) <strong>Design Interface Analysis.</strong> Evaluate SDD with hardware, operator,</td>
<td>SDD</td>
<td>Task Reporting</td>
</tr>
<tr>
<td>and software interface requirements for correctness,</td>
<td>Interface Design</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>consistency, completeness, and accuracy. At a minimum, analyze data items at</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>each interface.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>(4a) <strong>Component Test Plan Generation.</strong> Plan component testing to</td>
<td>SRS</td>
<td>Component Test</td>
</tr>
<tr>
<td>determine if software elements (for example, units, modules)</td>
<td>SDD</td>
<td>Plan</td>
</tr>
<tr>
<td>correctly implement component requirements. Criteria for this</td>
<td>Interface Requirements</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>determination are, at a minimum: (a) compliance with design</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>requirements (b) assessment of timing, sizing, and accuracy (c)</td>
<td>Interface Design</td>
<td></td>
</tr>
<tr>
<td>performance at boundaries and interfaces and under stress and error</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>conditions (d) measures of test coverage and software reliability and</td>
<td></td>
<td></td>
</tr>
<tr>
<td>maintainability. Plan tracing of design requirements to test design,</td>
<td></td>
<td></td>
</tr>
<tr>
<td>cases, procedures, and execution results. Plan documentation of test tasks and</td>
<td></td>
<td></td>
</tr>
<tr>
<td>results.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>(4b) <strong>Integration Test Plan Generation.</strong> Plan integration testing to</td>
<td>SRS</td>
<td>Integration Test</td>
</tr>
<tr>
<td>determine if software (for example, subelements, interfaces)</td>
<td>SDD</td>
<td>Plan</td>
</tr>
<tr>
<td>correctly implements the software requirements and design. Criteria for</td>
<td>Interface Requirements</td>
<td>Anomaly Report(s)</td>
</tr>
<tr>
<td>this determination are, at a minimum: (a) compliance with</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>increasingly larger set of functional requirements at each stage of</td>
<td>Interface Design</td>
<td></td>
</tr>
<tr>
<td>integration (b) assessment of timing, sizing, and accuracy (c)</td>
<td>Documentation</td>
<td></td>
</tr>
<tr>
<td>performance at boundaries and under stress conditions (d) measures of</td>
<td></td>
<td></td>
</tr>
<tr>
<td>functional test coverage and software reliability. Plan tracing of</td>
<td></td>
<td></td>
</tr>
<tr>
<td>requirements to test design, cases, procedures, and execution results.</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Plan documentation of test tasks and results.</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

* Outputs from phase tasks are used to develop corresponding V&V phase summary reports and are ongoing inputs to the SVVR. Outputs of V&V tasks become inputs to subsequent life-cycle V&V tasks.
Table 1—(Continued)

<table>
<thead>
<tr>
<th>Minimum V&amp;V Tasks</th>
<th>Required Inputs</th>
<th>Required Outputs*</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>5.4 DESIGN PHASE V&amp;V (Continued)</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(8) Test Design Generation. Design tests for: (a) component testing (b) integration testing (c) system testing (d) acceptance testing. Continue tracing required by the Test Plan.</td>
<td>SDD Interface Design Documentation User Documentation</td>
<td>Component Test Design(s) Integration Test Design(s) System Test Design(s) Acceptance Test Design(s) Anomaly Report(s)</td>
</tr>
<tr>
<td><strong>5.5 IMPLEMENTATION PHASE V&amp;V</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(1) Source Code Traceability Analysis. Trace source code to corresponding design specification(s) and design specification(s) to source code. Analyze identified relationships for correctness, consistency, completeness, and accuracy.</td>
<td>SDD Interface Design Documentation Source Code Listing(s)</td>
<td>Task Reporting Anomaly Report(s)</td>
</tr>
<tr>
<td>(3) Source Code Interface Analysis. Evaluate source code with hardware, operator, and software interface design documentation for correctness, consistency, completeness, and accuracy. At a minimum, analyze data items at each interface.</td>
<td>Source Code Listing(s) User Documentation</td>
<td>Task Reporting Anomaly Report(s)</td>
</tr>
<tr>
<td>(4) Source Code Documentation Evaluation. Evaluate draft code-related documents with source code to ensure completeness, correctness, and consistency.</td>
<td>Source Code Listing(s) User Documentation</td>
<td>Task Reporting Anomaly Report(s)</td>
</tr>
<tr>
<td>(5) Test Case Generation. Develop test cases for: (a) component testing (b) integration testing (c) system testing (d) acceptance testing. Continue tracing required by the Test Plan.</td>
<td>SDD Interface Design Documentation Source Code Listing(s)</td>
<td>Component Test Cases Integration Test Cases System Test Cases Acceptance Test Cases Anomaly Report(s)</td>
</tr>
<tr>
<td>(6) Test Procedure Generation. Develop test procedures for: (a) component testing (b) integration testing (c) system testing. Continue tracing required by the Test Plan.</td>
<td>SDD Interface Design Documentation Source Code Listing(s) User Documentation</td>
<td>Component Test Procedures Integration Test Procedures System Test Procedures Anomaly Report(s)</td>
</tr>
<tr>
<td>(7) Component Test Execution. Perform component testing as required by component test procedures. Analyze results to determine that software correctly implements design. Document and trace results as required by the Test Plan.</td>
<td>Source Code Listing(s) Executable Code SDD Interface Design Documentation</td>
<td>Task Reporting Anomaly Report(s)</td>
</tr>
<tr>
<td><strong>5.6 TEST PHASE V&amp;V</strong></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

* Outputs from phase tasks are used to develop corresponding V&V phase summary reports and are ongoing inputs to the SVVB. Outputs of V&V tasks become inputs to subsequent life-cycle V&V tasks.
Table 1 —(Continued)

<table>
<thead>
<tr>
<th>Minimum V&amp;V Tasks</th>
<th>Required Inputs</th>
<th>Required Outputs*</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>5.6 TEST PHASE V&amp;V (Continued)</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>(2a) Integration Test Execution. Perform integration testing in accordance with test procedures. Analyze results to determine if software implements software requirements and design and that software components function correctly together. Document and trace results as required by the Test Plan.</td>
<td>Source Code Listing(s) Executable Code</td>
<td>Task Reporting Anomaly Report(s)</td>
</tr>
<tr>
<td>(2b) System Test Execution. Perform system testing in accordance with test procedures. Analyze results to determine if software satisfies system objectives. Document and trace all testing results as required by the Test Plan.</td>
<td>Source Code Listing(s) Executable Code User Documentation</td>
<td>Task Reporting Anomaly Report(s)</td>
</tr>
<tr>
<td>(2c) Acceptance Test Execution. Perform acceptance testing in accordance with test procedures under formal configuration control. Analyze results to determine if software satisfies acceptance criteria. Document and trace all testing results as required by the Test Plan.</td>
<td>Source Code Listing(s) Executable Code User Documentation</td>
<td>Task Reporting Anomaly Report(s)</td>
</tr>
</tbody>
</table>

| **5.7 INSTALLATION AND CHECKOUT PHASE V&V** | | |
| (1) Installation Configuration Audit. Audit installation package to determine that all software products required to correctly install and operate the software are present, including operations documentation. Analyze all site-dependent parameters or conditions to determine that supplied values are correct. Conduct analyses or tests to determine that installed software conforms to software subjected to V&V. | Installation Package (for example, Source Code Listing(s), Executable Code, User Documentation, SDD, Interface Design Documentation, SRS, Concept Documentation, Installation Procedures, and Installation Tests) | Task Reporting Anomaly Report(s) |

| **5.8 OPERATION AND MAINTENANCE PHASE V&V** | | |
| (2) V&V Final Report Generation. Summarize all V&V activities and results, including status and disposition of anomalies in the V&V final report (see 5.6.1 of this standard). | All V&V Phase Summary Report(s) | V&V Final Report |

| **5.8 ANOMALY EVALUATION PHASE V&V** | | |
| (3) Proposed Change Assessment. Assess all proposed modifications, enhancements, or additions to determine effect each change would have on system. Determine extent to which V&V tasks would be iterated. | Proposed Changes | Task Reporting |
| (4) Phase Task Iteration. For approved software changes, perform V&V tasks necessary to ensure that planned changes are implemented correctly; all documentation is complete and up to date; and no unacceptable changes have occurred in software performance. | Approved Changes | Task Reporting from Iterated Tasks Anomaly Report(s) Required Phases Output of Iterated Tasks |

* Outputs from phase tasks are used to develop corresponding V&V phase summary reports and are ongoing inputs to the SVVP. Outputs of V&V tasks become inputs to subsequent life-cycle V&V tasks.
### Table 2 — Optional V&V Tasks and Suggested Applications

<table>
<thead>
<tr>
<th>Optional V&amp;V Tasks</th>
<th>Management</th>
<th>Concept</th>
<th>Requirements</th>
<th>Design</th>
<th>Implementation</th>
<th>Test</th>
<th>Installation and Checkout</th>
<th>Operation and Maintenance</th>
</tr>
</thead>
<tbody>
<tr>
<td>Algorithm Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Audit Performance</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Configuration Control</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Functional</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>In-Process</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Physical</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Audit Support</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Configuration Control</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Functional</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>In-Process</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Physical</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Configuration Management</td>
<td>*</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Control Flow Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Database Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Data Flow Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Feasibility Study Evaluation</td>
<td>*</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Installation and Checkout Testing*</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Performance Monitoring</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Qualification Testing*</td>
<td>*</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Regression Analysis and Testing</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reviews Support</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Operational Readiness</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Test Readiness</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Simulation Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sizing and Timing Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Test Certificate</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Test Evaluation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Test Witnessing</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>User Documentation Evaluation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>V&amp;V Tool Plan Generation</td>
<td>*</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Walkthroughs</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Design</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Requirements</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Source Code</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Test</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

*Test plan, test design, test cases, test procedures, and test execution
Appendix A

(informative)

Description of Optional V&V Tasks

(This Appendix is not a part of IEEE Std 1012-1986, IEEE Standard for Software Verification and Validation Plans, but is included for information only.)

The descriptions of optional V&V tasks listed in Table 2 of this standard are defined in this Appendix. These V&V tasks are not mandatory for all V&V projects because they may apply to only selected software applications or may force the use of specific tools or techniques. These optional V&V tasks are appropriate for critical and noncritical software. By selecting V&V tasks from these optional V&V tasks, one can tailor the V&V effort to project needs and also achieve a more effective V&V effort.

- **algorithm analysis**
  Ensure that the algorithms selected are correct, appropriate, and stable, and meet all accuracy, timing, and sizing requirements.

- **audit performance**
  Conduct independent compliance assessment as detailed for configuration control audit, functional audit, in-process audit, or physical audit.

- **audit support**
  Provide documentation for, or participate in, any audits performed on the software development (for example, configuration control, functional, in-process, physical).

- **configuration control audit**
  Assess the configuration control procedures and the enforcement of these procedures.

- **configuration management**
  Control, document, and authenticate the status of items needed for, or produced by, activities throughout the software life cycle.

- **control flow analysis**
  Ensure that the proposed control flow is free of problems, such as design or code elements that are unreachable or incorrect.

- **database analysis**
  Ensure that the database structure and access methods are compatible with the logical design.

- **data flow analysis**
  Ensure that the input and output data and their formats are properly defined, and that the data flows are correct.

- **design walkthrough**
  Participate in walkthroughs of the preliminary design and updates of the design to ensure technical integrity and validity.

- **feasibility study evaluation**
  Evaluate any feasibility study performed during the concept phase for correctness, completeness, consistency, and accuracy. Trace back to the statement of need for the user requirements. Where appropriate, conduct an independent feasibility study as part of the V&V task.

- **functional audit**
  Prior to delivery, assess how well the software satisfies the requirements specified in the Software Requirements Specifications.

- **in-process audit**
  Assess consistency of the design by sampling the software development process (for example, audit source code for conformance to coding stan-
installation and checkout testing Generate the test plan, test design, test cases, and test procedures in preparation for software installation and checkout. Place the completed software product into its operational environment, and test it for adequate performance in that environment.

operational readiness review Examine the installed software, its installation documentation, and results of acceptance testing to determine that the software is properly installed and ready to be placed in operation.

performance monitoring Collect information on the performance of the software under operational conditions. Determine whether system and software performance requirements are satisfied.

physical audit Assess the internal consistency of the software, its documentation, and its readiness for delivery.

qualification testing Generate the test plan, test design, test cases, and test procedures in preparation for qualification testing. Perform formal testing to demonstrate to the customer that the software meets its specified requirements.

regression analysis and testing Determine the extent of V&V analysis and testing that must be repeated when changes are made to any software products previously examined.

requirements walkthrough Ensure that the software requirements are correct, consistent, complete, unambiguous, and testable by participating in a walkthrough of the requirements specification.

review support Provide the results of applicable V&V tasks to support any formal reviews. The results may be provided in written form or in a presentation at the formal review meeting (for example, operational readiness, test readiness).

simulation analysis Simulate critical aspects of the software or system environment to analyze logical or performance characteristics that would not be practical to analyze manually.

sizing and timing analysis Obtain program sizing and execution timing information to determine if the program will satisfy processor size and performance requirements allocated to software.

source code walkthrough Ensure that the code is free from logic errors and complies with coding standards and conventions by participating in a walkthrough of the source code.

test certification Ensure that reported test results are the actual findings of the tests. Test-related tools, media, and documentation shall be certified to ensure maintainability and repeatability of tests.

test evaluation Confirm the technical adequacy of test plans, test design, test cases, test procedures, and test results.
| **test readiness review** | Evaluate the code, software documentation, test procedures, test reporting, error detection, and correction procedures to determine that formal testing may begin. |
| **test walkthrough** | Ensure that the planned testing is correct and complete and that the test results are properly interpreted by participating in walkthroughs of test documentation. |
| **test witnessing** | Observe testing to confirm that the tests are conducted in accordance with approved test plans and procedures. |
| **user documentation evaluation** | Examine draft documents during the development process to ensure correctness, understandability, and completeness. Documentation may include user manuals or guides, as appropriate for the project. |
| **V&V tool plan generation** | Produce plans for the acquisition, development, training, and quality assurance activities related to tools identified for support of V&V tasks (for example, test bed software used in validation). |
| **walkthrough** | Participate in the evaluation processes in which development personnel lead others through a structured examination of a product. See specific descriptions of requirements walkthrough, design walkthrough, source code walkthrough, and test walkthrough. |