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Abstract

One of the basic problems of interval computations is to compute a

range of a given function f(z1,...,2zn) over a given box
[, el ] x X [z, 2]

(i.e., to compute the maximum and the minimum of the function on the
box). For many classes of functions (e.g., for quadratic functions) this
problem is NP-hard; it is even NP-hard if instead of computing the mini-
mum and maximum ezactly, we want to compute them with a given (abso-
lute) accuracy e > 0. In practical situations, it is more realistic to ask for a
relative accuracy; are the corresponding problems still NP-hard? We show
that under some reasonable conditions, NP-hardness of absolute-accuracy
optimization implies that relative-accuracy optimization is NP-hard as
well.

Data processing: a practical problem which leads to interval compu-
tations. In many real-life situations, we are interested in the value of some
physical quantity y which is difficult (or even impossible) to measure directly.
To estimate y, we measure directly measurable quantities x1, ..., x, which have
a known relationship with g, and then reconstruct y from the results z1,..., %,
of these measurements by using this known relation: y = f(z1,...,T,), where
f is a known algorithm.

Measurements are never 100% accurate; as a result, the actual value z; of
each measured quantity may differ from the measured value z;. If we know

the upper bound A; for the measurement error |Az;| = |Z; — x;|, then after we
get the measurement result Z;, we can conclude that the actual value x; of the
measured quantity belongs to the interval x; = [Z; — A;, T; + A;]. A natural



question is: when z; € x;, what is the resulting interval y = f(x1,...,%x,) =
{f(x1,...,2n)|z; € x;} of possible values of y? The problem of estimating
this range interval is called the problem of interval computations (see, e.g.,
(3,4, 5, 6, 8]).

Interval computations as a particular case of global optimization. In
optimization terms:

e the lower endpoint y~ of the range interval y = [y, y™] is the infimum of
the function f(z1,...,z,) on the box x1 X ... X x,,, and

e the upper endpoint y™ of the range interval is the supremum of the func-
tion f(z1,...,x,) over the same box.

Computational complexity of interval computations: why it is impor-
tant. Often, an algorithm f(z1,...,,) used in data processing is reasonably
complex and requires a lot of computational steps (and hence, a lot of compu-
tation time). When we take into consideration the inaccuracy of direct mea-
surements, and consider the corresponding interval computation problem, then
we, in essence, move from the problem of computing the value of a function to
an optimization problem of computing the maximum (and the minimum) of a
function.

An optimization problem is usually much more time-consuming than simply
computing the value of an optimized function at a single point; as a result,
the resulting interval computations — i.e., data processing which takes measure-
ment uncertainty into consideration — is much more time-consuming than data
processing which does not take this uncertainty into consideration. As a con-
sequence, a data processing algorithm which is quite feasible when we do not
take measurement uncertainty into consideration may lead to impractically long
computations when this uncertainty is considered (i.e., when we consider the
corresponding interval computations problem).

It is therefore very important to estimate the computational complexity of
different problems of interval computation.

Computational complexity of interval computations: how to define it.
In numerical mathematics and theoretical computer science, there exist several
different definitions of computational complexity.

Traditionally, in numerical mathematics, computational complexity is de-
fined as a number of elementary operations (such as additions, multiplications,
etc.) which form the algorithm. For example, it is usually stated that the
traditional algorithm for matrix multiplication of two n x n matrices requires
O(n?) steps, meaning O(n?®) multiplications and additions of the corresponding
elements. The corresponding definitions are described and used, e.g., in [1]. In
these definitions of computational complexity, we assume that the input consists
of several real numbers, and that each arithmetic operation with real numbers
is counted as a single computational step.



This model of real number computations is, of course, an idealized descrip-
tion of the actual data processing: in reality, we do not know the real numbers
which are the actual values of the physical quantities, we only deal with the mea-
surement results which are approximations to these actual values. To perform
data processing, we need to input these measurement results into a computer,
and in most existing computers, we cannot represent arbitrary real numbers,
only rational ones. In most computers, a “real number” means a finite binary
expressions of the type 0.00110,. (We can also implement arithmetic of rational
numbers by representing each rational number m/n as a pair of integers (m,n).)

When we are interested in the computational complexity of the original data
processing algorithm — without taking measurement uncertainty into consider-
ation — it is thus reasonable to ignore the difference between the original real
number and its rational approximate value (with which the actual computations
are performed). In this case, it makes perfect sense to use traditional numerical-
mathematics models of real number computations (e.g., models from [1]).

For interval computations, however, the situation is different. We cannot
any longer ignore the difference between the actual and the measured values
of the input quantities, because the entire complexity of interval computations
comes from this difference.

Let us give one more argument why this difference must be taken into con-
sideration. Our main motivation for studying the computational complexity of
interval computation is to estimate the computation time of different algorithms.
This computation time depends not only on what operations we perform, but
also on how accurate the measurements are. Less accurate measurements gener-
ate fewer digits of the measured values and therefore, fewer bits in the computer
representation of the input data; the more accurate the measurements, the more
extra digits they generate and therefore, the longer it takes to process all these
digits.

Even for the simplest arithmetic operations, such as addition or multiplica-
tion of two numbers, the actual computation time depends on the number of
digits in these numbers: the more bits in these numbers, the more bit operations
addition (or multiplication) takes and therefore, the more computation time this
arithmetic operation requires. Since we are interested in analyzing, e.g., how
the computation time depends on the measurement accuracy, we cannot any
longer consider an arithmetic operation such as addition or multiplication as
a single step: we must take into consideration the number of bit operations of
which each such arithmetic operation consists.

Therefore, for interval computations, we must use a different computation
model, in which the input data are rational numbers, and the computational
complexity is defined as the total number of bit operations. This model is mainly
used in theoretical computer science to describe computational complexity of
different discrete-data algorithms; it is often called a Turing machine model of
computations. In the general computer science context, this model is described,
e.g., in [2, 9]; in the context of interval computations, it is described in [7]. In



this paper, we will use this bit-wise (Turing machine) model of computation.

Interval computation is NP-hard for many reasonable classes of prob-
lems. We can apply the above analysis to explain the exact meaning of compu-
tational complexity of interval computation problems. In accordance with the
above analysis, each input interval x; = [z ,x x;] is given as a pair of two ratio-
nal numbers z; and xz ; all the coefficients in an algorithm f(z1,...,z,) are
also rational. For example, a polynomial algorithm f(z1,...,z,) would mean
that we consider expressions of the type

flxe, ... zy) ao—i—Zaz xl—i—Za” T; xj—&—Za”k T T T+

where the coefficients ag, a;, aij, aijk, ..., are rational numbers. This expression
(or, to be more precise, the binary computer representation of this expression)
serves as a (computer) code of the corresponding function. For polynomials, one
can easily write a feasible (polynomial-time) program which, given a code for
a polynomial function f(x1,...,x,) and the (rational) values of the variables
Z1,...,Ty, returns the value of the corresponding polynomial on given inputs.
In general, we have a class F of functions, i.e., a class of codes (program
sequences) and a feasible (polynomial-time) algorithm which takes a function
code and the rational values of the variables, and returns the rational value of
the function. For interval computations, the input consists of a function f (i.e.,
a code from a given class F), and 2n rational numbers z; , j‘, 1<i<n.
This description takes care of the input. An additional subtlety is how to rep-
resent the desired output. In some cases (e.g., for linear functions f(z1,...,z,)),
if the endpoints z; and ] are rational, and all the coefficients of the algorithm
f(x1,...,x,) are rational, then the infimum y~ and supremum y* of the func-
tion f(x1,...,z,) on the box x; X ... X X, are themselves rational numbers.
However, in many other cases, the values y~ and y™ are not rational; so, in the
existing computer languages, we cannot represent these numbers exactly. The
only thing we can do is to fix a representation accuracy, i.e., a rational number
e > 0, and generate e- approxnnatlons to the desired Values y~ and yT, ie.,

numbers y and y+ for which |y

- -y ‘<eand ‘y+—y ‘<5

In other words, instead of looking for, say, the precise maximum y* of a
function f, we are looking for absolute-accuracy optimization, i.e., we fix a
rational number € > 0 and we are looking for a value yAJ; which is (absolutely)
e-close to the (unknown) precise maximum, i.e., for which ’g}: —yT| <e.

It is known that for every € > 0, the corresponding absolute-accuracy opti-
mization problem is NP-hard for many reasonable classes of functions (see, e.g.,
[7]): e.g., it is NP-hard:

e for the class of all polynomials;

e for the class of all quadratic functions f(z1,...,2,) = ao + > a; - x; +
> a;j - x; - x; (the proof of this particular result is due to Vavasis [11]);



o for several classes of quadratic functions with sparse matrices a;;;
e for all feasible piecewise-linear functions, etc.

(For related problems, see, e.g., [10].)

In these results, the required accuracy is fixed, and for this fixed required
accuracy ¢, the corresponding absolute-accuracy approximation problem is NP-
hard. (As a corollary, we can conclude that the following weaker result is also
true: if we consider the required accuracy ¢ part of the data of the problem,
then the resulting problem is NP-hard as well.)

Relative-accuracy optimization may be more realistic. From the prac-
tical viewpoint, the requirement to have the bounds with an absolute accuracy
may be too strong. If the actual maximum is large, it may be more reasonable
to look for an estimate which is good within a certain relative accuracy, i.e.,
y*—y*’ <e-|yt| and |yt —yT
relative accuracy (such as 1% or 0.01%).
For small values yT thus defined relative accuracy is too strong: e.g., for
yT = 0, the only way to compute this value with relative accuracy & (in the
sense of the above two inequalities) is to compute it precisely, because the only

for which <e-|y*|, where ¢ > 0 is a given

value yT which satisfies these two inequalities is y+ = 0 = y*. For small values
yT, absolute accuracy makes more practical sense. So, a more  realistic approach
is to fix a value € and to require that the computed value y* and the actual
value y* are either absolutely e-close or strongly relatively e-close (in the sense
of the above two inequalities). In short, we arrive at the following definition
(similar definitions were used in Ch. 11 of [7]):

Definition 1. Let € > 0.
o We say that two real numbers @ and a are absolutely e-close if |a —a| < e.

o We say that two real numbers a and a are strongly relatively e-close if
@ —a| <e-la] and [a —a| < - al.

e We say that two real numbers a and a are relatively e-close if they are
either absolutely e-close or strongly relatively e-close.

Is the corresponding optimization problem still NP-hard? The above
notion of relative e-closeness is weaker than the notion of absolute e-closeness; so,
in general, it may be possible that the absolute-accuracy optimization problem
is NP-hard, while the weaker relative-accurate optimization problem is easier to
solve.

We will show, however, that for many important classes, the new problem
is still NP-hard.

Definition 2. We say that a set B of (finite) binary sequences is feasible
decidable if there exists a feasible (polynomial-time) algorithm which, given a
binary sequence b, checks whether this sequence b belongs to the set B or not.



Definition 3. By a class F of computable functions we mean a triple (F, ar, val),
where:

e [ is a feasibly decidable set of binary sequences; elements of the set F
will be called function codes, or simply codes;

e ar is a feasible mapping from F' to the set of non-negative integers; the
value ar(f) is called the arity of a function f;

e val is a feasible mapping which takes, as input, a tuple (f,xz1,...,2y),
where f € F, n = ar(f), and x; are rational numbers, and returns a new
rational number; this new rational number will be called a value of the
function f on the values x1,...,x, and denoted by f(x1,...,x,).

Definition 4. We say that a class F = (F,ar,val) of computable functions is
feasibly shift-invariant if there exists a feasible mapping S : F' X Q — F which
maps every pair (f,c), in which f is a function code and c is a rational number,
into a new function code S(f,c) such that for every f and for every ¢, we have:

e ar(S(f,c)) = ar(f), and

e for every tuple z1,...,x,, where n = ar(f), we have
S(f,e)(@1,...,xn) = f(z1,...,x0) +c.

This function S(f,c) will be denoted by f + c.

Comments.

e Informally, a class F is shift-invariant if for every function f € F and for
every rational number ¢, the class F also contains the function f + ¢, and
there is a feasible way to construct a code for f + ¢ from the codes for f
and c.

e One can easily see that all above classes — the class of all polynomials,
the class of all quadratic functions, the class of all feasible piecewise-linear
functions — are feasibly shift-invariant.

Definition 5. We say that class F of computable functions is feasibly boundable
if there exists a polynomial-time (feasible) algorithm which, given a function f €
F and a given box (with rational coordinates), produces two rational numbers:
a lower bound B~ and an upper bound B™T for the range of this function on
this box.

Comments.
e To avoid confusion, we want to emphasize that in this definition, we require

that a feasible algorithm computes lower and upper bounds, not for the
eract infima and suprema.



e All above classes — the class of all polynomials, the class of all quadratic
functions, etc. — are feasibly boundable. Indeed, to compute the lower
and upper bounds for a polynomial on a given box, we can use, e.g., so-
called naive interval computations, when we describe the computation of
a polynomial as a sequence of elementary arithmetic operations (addition,
multiplication, subtraction, etc.), and then replace each operation with
real (rational) numbers in this description by the corresponding operation
of interval arithmetic:

[a,at]+ b7, 0" =[a” +b ,at +bT];
[a,at]—[b",b" ] =[a” —b",a" —b7];
[a,a®]-[b7,bT] = [min(a™ - b ,a” -b",a" -b7,at - bT),
max(a” -b",a” -bT,at b7 ,aT - b")];

(for details, see, e.g., [3, 4, 5, 6, 8]). As a result, we get lower and upper
bounds which do not necessarily coincide with the infimum and supremum.
For example, for f(z1) = x1 — 2} on the 1D box (interval) x; = [0, 1], the
computation of this polynomial consists of first computing r1 = 1 -1 and
then computing f = x1—r1; the corresponding naive interval computations
lead to the intervals ry =x; -x; =[0,1] and f =x; —r; =[0,1] — [0, 1] =
[-1,1]. So, we conclude that the lower bound B~ for the function f is
B~ = —1, and the upper bound is B = 1. These bounds differ from the
infimum y~ = 0 and supremum y* = 0.25 of the function f(z1) = z; —?
on the interval [0, 1].

Definition 6. We say that for a class of computable functions F, absolute-
accuracy optimization is NP-hard if for every € > 0, the problem of computing
a maximum M of a given function f € F on a given box with an absolute
accuracy € (i.e., the problem of computing a value M which is absolutely e-
close to M ) is NP-hard.

Comments.

e In this definition, we pick an arbitrary rational number ¢ > 0, and for-
mulate the formulate the following general problem: given a code f € F
and a tuple of rational intervals [z],z]],..., [v;, 2], generate a rational
number M which is e-close to the actual supremum M of f on the corre-
sponding box [r], 2] x ... x [z, z}]. As a result, we have a family of
problems corresponding to different values of £. We require that all the
problems from this family are NP-hard.

e For all above classes — the class of all polynomials, the class of all quadratic
functions, the class of all feasible piecewise-linear functions — absolute-
accurate optimization is NP-hard (see, e.g., [7, 11]).



Definition 7. We say that for a class of functions F, relative-accuracy opti-
mization is NP-hard if for every € > 0, the problem of computing a maximum
M of a given function f € F on a given box with a relative accuracy ¢ (i.e., the

problem of computing a value M which is relatively e-close to M in the sense
of Definition 1) is NP-hard.

Comment. In both definitions 6 and 7, the required accuracy is fixed, and for
this fixed required accuracy ¢, the corresponding approximation problem is NP-
hard. So, each of these definitions does not simply state that a single problem
is NP-hard; it actually states that for a whole family of problems (characterized
by a parameter ), every problem from this family is NP-hard.

Proposition. If for some shift-invariant feasibly boundable class F, absolute-
accuracy optimization is NP-hard, then for this class, relative-accuracy opti-
mization is also NP-hard.

Comments.

e The condition that the class should be feasibly boundable is not really re-
strictive: indeed, if we are able to solve the relative-accuracy optimization
problem in feasible time, then we get feasible bounds as well; therefore,
if the class is not feasible boundable, then no feasible algorithm can solve
the corresponding relative-accuracy optimization problem.

e As a corollary, we conclude that for quadratic polynomials (and for
quadratic functions with a sparse matrix a;;), the relative-accuracy op-
timization problem is NP-hard.

Proof. We want to prove that for every € > 0, the corresponding relative-
accuracy optimization problem is NP-hard. Let us therefore fix an arbitrary
rational number € > 0 and prove that the corresponding relative-accuracy opti-
mization problem is NP-hard.

To prove this NP-hardness, we will show that for feasibly shift-invariant
feasibly boundable classes F, the appropriate absolute-accuracy optimization
problem (for some § depending on £) can be polynomially Turing-reduced to the
relative-accuracy optimization problem with accuracy e for this same class. In
other words, we will show that we can solve the appropriate absolute-accuracy
optimization problem in polynomial time if we use the solver of the relative-
accuracy optimization problem with accuracy e as an oracle (for precise def-
initions, see, e.g., [2, 9]). Since for every § > 0, the absolute-accuracy op-
timization problem is known to be NP-hard, we can thus conclude that the
relative-accuracy optimization problem with accuracy e is NP-hard as well.

Let us show the desired reduction. Assume that we want to solve the
absolute-accuracy optimization problem with some accuracy 6 > 0 (the value &
will be specified later). This means that, given a function f(z1,...,z,) (from
the class F) and a box, we must find a values which is absolutely d-close to the



maximum of the given function on a given box. Let us show how we can use
the relative-accuracy oracle to solve this problem.

Since the function f(x1,...,x,) is feasibly boundable, we can apply the
polynomial-time bounding algorithm and find a lower bound B~ and an upper
bound BT for the range of the function f on a given box. Then, for every
x = (x1,...,2,) from the given box, the value f(x) belongs to the interval
[B~, BT]. In particular, the actual maximum M of the function is somewhere
in this interval. Let us denote the width BT — B~ of this interval by A.

Let us fix an integer m (its value will also be specified later). We can define,
for every integer ¢ from 0 to m, the values ¢; = B~ 4+ 4 - A/m. The intervals
[ci—A/(2m),c;+A/(2m)] = [B;+(i—1/2)-(A/m), B;+ (i+1/2)-(A/m)], cover
the entire interval [B~, BT| = [B~, B~ + A]; so, every value v from the interval
[B~, BT] is covered by at least one of these intervals [c; — A/(2m), ¢; + A /(2m)].
For the corresponding i, we have v € [¢; — A/(2m),¢; + A/(2m)] and hence,
|[v—¢;| < A/(2m). In particular, since the actual maximum M of the function
f(z) belongs to the interval [B~, B*], we can take v = M and conclude that
there exists an integer j for which 0 < j <m and |[M —¢;| < A/(2m).

One of the conditions of the proposition is that the class of functions F is
feasibly shift-invariant. By definition, this means that for every function f € F
and for every rational number ¢, the class F also contains the function f+c¢. In
particular, for for every integer i from 0 to m, we can take the rational number
¢ = —c¢; and conclude that the function f; = f — ¢; also belongs to the class F.
The actual maximum M; of each function f; is equal to M; = M — ¢;. Let us
apply the relative-accuracy oracle to the functions fo,..., fi, and compute the
e-relative approximations M; to these maxima.

We know that there is a value j for which |M — ¢;| < A/(2m). For this
value j, we therefore have |M;| = |M —¢;| < A/(2m). By our definition of an
oracle, ]\Ajj is relatively e-close to M;. According to Definition 1, this means the
following:

e cither ‘]\Ajj fMj‘ < g, in which case
— ~ A
‘Mj’ < |Mj|+‘Mj —Mj’ < %+€,
e or ‘]\’Zj —Mj‘ < e -|Mj|, in which case
—~ ~ A A
‘Mj’ < |Mj|+‘Mj _Mj’ < [Mj|+e-[M;| = o T o

In both cases,

—~ A A
o< — — .
‘Mj‘ ) + max (5,5 2m>



Since for every a,b > 0, we have max(a,b) < a + b, we can conclude that
‘]\A/fj‘ < K, where by K, we denoted

A A A
= — C— = — (1 . 1
K 2m+€+€ 2m €+2m ( +€) ()

So, there always exists an index k for which ‘Mk‘ < K. Vice versa, if we find

such k, then, since My, is relatively e-close to M}, we can conclude that:

e cither |Mj — Mk‘ < &, in which case,

| M| < ’Mk‘ + ‘Mk _Mk‘ <K+e,

Mk—Mk‘§€-‘Mk

e or , in which case,

| M| < ‘Mk‘-F‘Mk—Mk‘ < ‘Mk’-F&‘Mk‘ <K-+e K

In both cases, | M| < K +max(e, K -¢), and therefore (due to max(a,b) < a+b),
|My| < B, where by B, we denoted:

B=K+e+e- K=e+K-(1+¢). (2)

We know that for every k, the maximum Mj; of the auxiliary function f, = f—c
is related to the maximum M of the original function f(z) by the formula M}, =
M — ¢. So, from the inequality |M}| < B, we can conclude that |M — ¢;| < B,
and therefore, that the actual value of M belongs to the interval [c¢;, — B, ¢, + B]
of width A’ = 2B.

Substituting the expression (2) for B into the formula for A’, and then
substituting the formula (1) for K, we can get the following expression for A’:

A-(1+¢)?

A" = 4e +2¢% + (3)

If we choose m for which (1 +¢)?/m < 1/2, e.g., if we choose
m = [2(1+¢)], (4)
then we can conclude that

A
N§%+M+5. (5)

Subtracting 2 - (4e + 2¢2) from both sides of this inequality, we conclude that

A — (8 +4e?)

A" — (8e +4£?) < 5

(6)

10



So, if originally, we had A > (8¢ + 4¢2), then the difference between A and the
e-expression 8¢ + 4¢? gets halved.

We can repeat the same construction, starting with the new maximum-
containing interval [c;, — B, ¢ + B] of width A’ (instead of the original interval
[B~, BT] of width A), etc., etc., until we reach (in polynomially many iterations,
ie., in = logy(A/e) iterations) a maximum-containing interval for which the
difference between its width Agna and the e-expression 8¢ +4e2 is < €. For this
interval, Agnal < 9¢ + 4€2. So:

e cither after the first step we already had a maximum-containing interval
of width A < 8¢ + 42 < 9¢ + 4e2?,

e or, in polynomial number of steps, we get a maximum-containing interval
of width Agpa < 9¢ + 4€2.

In both cases, if we choose § = 9¢ + 4e2, we will find an interval of width
< § which contains the desired maximum M. Each endpoint of this interval is,
therefore, the desired absolute §-approximation to M.

So, if we can use the solution of the relative-accuracy optimization prob-
lem (corresponding to the given €) as an oracle, then, for this §, the following
algorithm solves the corresponding absolute-accuracy optimization problem.

First, we compute the integer value m by using the formula (4). Now that
m is fixed, we can described the desired algorithm.

This algorithm takes, as input, a function f and a box x; X ... X x,. Based
on this input, we do the following:

1. First, we apply the (polynomial-time) bounding algorithm to the given
function f on a given box, and compute the bounds B~ and B™.

2. Second, we compute the difference A = BT —B~. If A < §, then the value
BT is already the desired absolute d-approximation to the maximum M,
so we stop; otherwise, we continue.

3. If we continue, then we compute the value K by using the formula (1),
the value B by using the formula (2), and m+1 values ¢; = B~ +i-A/m,
0 <% < m. For a given ¢, the integer m is fixed, so computing all these
values requires a time which is bounded by a polynomial of the bit length
of the values B~ and B™' and thus, by a polynomial in terms of the bit
length the input data.

4. Then, we apply the shifting algorithm to compute the codes for the func-
tions f; = f—¢; = f+ (—¢;), 0 < i < m. Since the class F is feasibly
shift-invariant, the shifting algorithm requires polynomial time.

5. Next, we apply the oracle (which solves the relative-accuracy approxima-
tion problem) to find e-approximations My, My,..., M, ... (k < m) to

11



the suprema of the functions fo, f1,... After we get each value ]T/fk, we
check whether |M| < K; when we find a value k for which this inequality
is true, we stop. (We have shown, in the previous part of the proof, that
such a value k always exists.) The number of calls to an oracle in this
step is bounded by a constant (m + 1), and the input to all these calls is
feasible bounded (by a polynomial of the length of the input).

6. For the value k from Step 3, we then take B~ := ¢, — B and Bt := ¢, + B,
and go to Step 2.

Each iteration of this algorithm requires polynomial time (with a uniform poly-
nomial bound), and we have shown that the total number of required iterations
is bounded by a polynomial of the length of the input. Therefore, the total com-
putation time of this oracle-using algorithm is also bounded by a polynomial.
Thus, the above reduction is indeed polynomial-time.

The polynomial-time reduction is proven, and so is the proposition.
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